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Abstract-High cohesion is desirable property in software systems to 
achieve reusability and maintainability. Software metrics plays vital 
role in software development. Here we are measures for cohesion in 
ObjectOriented (OO) software reflect particular interpretations of 
cohesion and capture different aspects of it. In earlier approaches 
the cohesion was calculated from the structural information, for 
example method attributes and references. Now inConceptual 
Cohesion of Classes(CCC), we are calculating the unstructured 
information from the source code such as comments and identifiers. 
Unstructured information is embedded in the source code. To 
retrieve the unstructured information from the source code Latent 
Semantic Indexing is used. A  case study on open source software 
systems is presented, which compares the new measure with an 
extensive set of existing metrics and uses them to construct models 
that predict software faults. In this paper we are achieving the high 
cohesion and we are predicting the fault in Object Oriented 
Systems. 
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I. INTRODUCTION 
Software Modularization, Object-Oriented (OO) 
decomposition in particular, is an approach for improving 
the organization and comprehension of source code. In 
order to understand OO software, software engineers need 
to create a well-connected representation of the classes 
that make up the system. Each class must be understood 
individually and, then, relationships among classes as 
well. One of the goals of the OO analysis and design is to 
create a system where classes have high cohesion and 
there is low coupling among them. These class properties 
facilitate comprehension, testing, reusability, 
maintainability [1,3,5,6] etc.    
Software cohesion can be defined as a measure of the 
degree to which elements of a module belong together. 
Cohesion is also regarded from a conceptual point of 
view. In this view, a cohesive module is a crisp 
abstraction of a concept or feature from the problem 
domain, usually described in the requirements or 
specifications. Such definitions, although very intuitive, 
are quite vague and make cohesion measurement a 
difficult task, leaving too much room for 
interpretation[1,2,3].In OO software systems, cohesion is 
usually measured at the class level and many different OO 
cohesion metrics have been proposed which try capturing 
different aspects of cohesion or reflect a particular 
interpretation of cohesion.  
Proposals of measures and metrics for cohesion abound in 
the literature as software cohesion metrics proved to be 

useful in different tasks, including the assessment of 
design quality, productivity, design, reuse effort, 
prediction of software quality, fault prediction 
modularization of software and identification of reusable 
of components[5,6,24,27].  
Most approaches to cohesion measurement have 
automation as one of their goals as it is impractical to 
manually measure the cohesion of classes in large 
systems. The tradeoff is that such measures deal with 
information that can be automatically extracted from 
software and analyzed by automated tools and ignore less 
structured but rich information from the software (for 
example, textual information). Cohesion is usually 
measured on structural information extracted solely from 
the source code (for example, attribute references in 
methods and method calls) that captures the degree to 
which the elements of a class belong together from a 
structural point of view[10,11,13]. These measures give 
information about the way a class is built and how its 
instances work together to address the goals of their 
design. The principle behind this class of metrics is to 
measure the coupling between the methods of a class. 
Thus, they give no clues as to whether the class is 
cohesive from a conceptual point of view (for example, 
whether a class implements one or more domain 
concepts) nor do they give an indication about the 
readability and comprehensibility of the source code. 
Although other types of metrics were proposed by 
researchers to capture different aspects of cohesion, only 
a few metrics address the conceptual and textual aspects 
of cohesion[12,15,18].  
Propose a new measure for class cohesion, named the 
Conceptual Cohesion of Classes (CCC), which captures 
the conceptual aspects of class cohesion, as it measures 
how strongly the methods of a class relate to each other 
conceptually. The conceptual relation between methods is 
based on the principle of textual coherence. We interpret 
the implementation of methods as elements of discourse. 
There are many aspects of a discourse that contribute to 
coherence, including co reference, causal relationships, 
connectives, and signals. The source code is far from a 
natural language and many aspects of natural language 
discourse do not exist in the source code or need to be 
redefined. The rules of discourse are also different from 
the natural language[1,10,17,20].  
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CCC is based on the analysis of textual information in the 
source code, expressed in comments and identifiers. Once 
again, this part of the source code, although closer to 
natural language, is still different from it. Thus, using 
classic natural language processing methods, such as 
propositional analysis, is impractical or unfeasible. 
Hence, we use an Information Retrieval (IR) Technique, 
namely, Latent Semantic Indexing (LSI), to extract, 
represent, and analyze the textual information from the 
source code. Our measure of cohesion can be interpreted 
as a measure of the textual coherence of a class within the 
context of the entire system [23,27,30,33]. 
Cohesion ultimately affects the comprehensibility of 
source code. For the source code to be easy to understand, 
it has to have a clear implementation logic (that is, 
design) and it has to be easy to read (that is, good 
language use). These two properties are captured by the 
structural and conceptual cohesion metrics, respectively. 
The rest of the paper organizedis  as follows. In section II,  
theBack Ground discussed, section III explores the 
Methodology, section IV Latent Semantic Indexing, 
section V shows the experimental results,section VI  with 
conclusion and that followedby references. 
 

II. BACK GROUND 
Structural metrics are calculated from the source code 
such as references and data sharing between methods of a 
class belong together for cohesion.It define and measure 
relationships among the methods of a class based on the 
number of pairs of methods that share instance or class 
variables one way or another for cohesion. Therefore the 
result is Lackingof  high cohesion[1,5,7,9,19,24,27,35]. 
 

III. METHODOLOGY 
In this paper un-structural information is retrieved from 
the source code like comments and identifiers.Information 
is retrieved from the source code using Latent Semantic 
Indexing.With the help of CCC and existing metrics we 
are achieving the high cohesion and low coupling.We can 
predict the fault prediction using high cohesion. This 
work will be applicable in well compiled java program 
and it should have valid comments to measure the 
cohesion.  
 Retrieving the structured information. 
 Check the availability of structured information for  

source code. 
 Apply the LCOM5 formula for structured 

information. 
 Analyze about the comments i.e. unstructured 

information. 
 Index Searching  
 Apply the Conceptual similarity formula. 
 Comparison 

 
A. Modules and Description: 

Module1: 
To take the structured information like identifiers, 
(Example Variables).Invocation of declared methods and 

declared constructors. Here the Java program should be 
well compiled and it should be valid comments. 
Module2: 
To search the declared variables among all the classes. 
Because the main theme of the declaring class variable is, 
it should be used in all methods. So that the declared 
variables are found among all the methods. 
Module3: 
To apply the LCOM5 (Lack of cohesion in methods) 
formula. If the result is equal to one means, the class is 
less cohesive according to the structured information.  
Module4: 
To retrieve the index terms based on that comments 
which are present in all the methods. Comments are 
useful information according to the software engineer. In 
concept oriented analysis we are taking the comments. 
Based on the comments we are going to measure the class 
is cohesive or not. 
Module5: 
To check the index terms among the comments which are 
present in all the comments. 
Module6: 
To apply the conceptual similarity formula. Based on the 
result we can say the class is cohesive or less cohesive 
according to concept oriented.  
Module7: 
To compare the two results. Based on the results we can 
say that cohesion according to structure oriented and 
unstructured oriented. 
 

B. Validations: 

Module1 
Input: Java program.  
Result:Extracting the structured information from the 
class. 
Module2 
Input: Class variables and methods alone. 
Result: Extracted terms are checked out among the all 
methods. 
Module3 
Input: Checked one.Apply the LCOM5 formula 
Result: Cohesive or not. 
Module4 
Input:Java program.  
Result:Extract the comments. 
Module5  
Input: Comments. 
Result:Extract the index terms. 
Module6  
Input: Index terms. 
Result: Checked one, Based on that Class is cohesive or 
not. 
Module7  
Input: LCOM5. 
Result: Comparison. 
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Figure:1 Class Diagram 

 
IV. LATENT SEMANTIC INDEXING 

LSI is a corpus-based statistical method for inducing and 
representing aspects of the meanings of words and 
passages (of the natural language) reflective of their usage 
in large bodies of text. LSI is based on a vector space 
model (VSM) as it generates a real-valued vector 
description for documents of text. Results have shown 
that LSI captures significant portions of the meaning not 
only of individual words but also of whole passages, such 
as sentences, paragraphs, and short essays. The central 
concept of LSI is that the information about the contexts 
in which a particular word appears or does not appear 
provides a set of mutual constraints that determines the 
similarity of meaning of sets of words to each other. 
LSI was originally developed in the context of IR as a 
way of overcoming problems with polysemy and 
synonymy that occurred with VSM approaches. Some 
words appear in the same contexts and an important part 
of word usage patterns is blurred by accidental and 
inessential information. The method used by LSI to 
capture the essential semantic information is dimension 
reduction, selecting the most important dimensions from a 
co-occurrence matrix (words by context) decomposed 
using singular value decomposition (SVD) . As a result, 
LSI offers a way of assessing semantic similarity between 
any two samples of text in an automatic unsupervised 
way. 
LSI relies on an SVD of a matrix (word_context) derived 
from a corpus of natural text that pertains to knowledge in 
the particular domain of interest. According to the 
mathematical formulation of LSI, the term combinations 
that occur less frequently in the given document 
collection tend to be precluded from the LSI subspace. 
LSI does “noise reduction,” as less frequently co-
occurring terms are less mutually related and therefore 
less sensible.Similarly, the most frequent terms are also 

eliminated from the analysis. The formalism behind SVD 
is rather complex and too lengthy to be presented here.  
Once the documents are represented in the LSI 
subspace,the user can compute similarity measures 
between documents by the cosine between their 
corresponding vectors or by their length. These measures 
can be used for clustering similar documents together to 
identify “concepts” and “topics” in the corpus. This type 
of usage is typical for text analysis tasks. 
Merits 

1. We can predict the Cohesion. 
2. We can predict the particular system is cohesive or not. 

 

V. EMPIRICAL RESULTS 

 
Figure:2 Cohesion measurement for class 

 

 
Figure:3 Executing the project as source code 

 

 
Figure:4  Enter a specific class for Lcom5 

 

Design

checking()

Apply the lcom5 formula()

Design1

Browse the file()

Read the file()

Design2

Get the declared Fields()

Get the declared methods()
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Figure:5 Measuring the cohesion 

 

 
Figure: 6  Final result of a class 

 

 
Figure: 7  Process of Lcom5 and CCC 

 

 
Figure:8  Comparing a class with Lcom5 

 
Figure: 9 Final result of a class for Lcom5 

 
VI. CONCLUSION 

Classes in object-oriented systems, written in different 
programming languages, contain identifiers and 
comments which reflect concepts from the domain of the 
software system. This information can be used to measure 
the cohesion of software. To extract this information for 
cohesion measurement, Latent Semantic Indexing can 
beused in a manner similar to measuring the coherence of 
natural language texts. This paper defines the conceptual 
cohesion of classes, which captures new and 
complementary dimensions of cohesion compared to a 
host of existing structural metrics. Principal component 
analysis of measurement results on open source software 
applications statistically supports this fact. In addition, the 
combination of structural and conceptual cohesion metrics 
defines better models for the prediction of faults in classes 
than combinations ofstructural metrics alone. Highly 
cohesive classes need to have a design that ensures a 
strong coupling among its methods and a coherent 
internal description. 
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